**SQL DATABASE UITLEG**

**QUERIES.**

SELECT queries: Om specifieke data terug te vinden in de database, maak je gebruik van de SELECT statement. Ofterwijl: SELECT queries.

*Je kan een tabel zien als een entiteit(iets wat bestaat) bijvoorbeeld: Honden. Elke kolom in de tabel heeft zijn eigen naam die deze entiteit als beste beschrijft.*

**Als je een specifieke kolom wil selecteren van een bepaalde tabel dan doe je dit zo:**

SELECT column, other column 🡨 dit geeft aan welke kolom(men) je wil hebben

FROM tabel; 🡨 dit geeft aan uit welke tabel de kolom komt.

**Als we alle kolommen met informatie van de tabel willen hebben dan doe je het zo:**

SELECT \* 🡨 het sterretje betekend: alles. Dus selecteer alles.

FROM tabel; 🡨 van de desbetreffende tabel.

*\*Note: Zorg dat wat je wil selecteren en intypt overeenkomt met de namen, anders krijg je een error.*

Als je superveel kolommen heb dan is het onhandig om deze allemaal te doorzoeken totdat je bij de benodigde informatie komt. Hierom is er een andere querie die je kan schrijven die aan bepaalde voorwaarden moet voldoen zodat de nodige informatie tevoorschijn komt.

Bijvoorbeeld:

SELECT kolom

FROM tabel

WHERE voorwaarde

AND/OR andere voorwaarde; 🡨 *\*note: het volgende is optional vgm*

Het volgende kan je gebruiken voor numerieke data: (\*note: vergeet niet wel de WHERE er neer te zetten)

= != < <= >= 🡨 Zelfde betekenis zoals in andere programmeertalen🡪 kolomnaam >= 4

Kolomnaam BETWEEN 1.5 AND 4

Kolomnaam NOT BETWEEN 5 AND 10

Kolomnaam IN 1, 2, 3 🡨 Integer, kijkt of de aangegeven cijfers voorkomen in de kolom.

Kolomnaam NOT IN 4, 12, 15 🡨 omgekeerde van wat hierboven staat.

Opdrachten:

1. Find the movie with a row **id** of 6 ✓
2. Find the movies released in the **year**s between 2000 and 2010 ✓
3. Find the movies **not** released in the **year**s between 2000 and 2010
4. Find the first 5 Pixar movies and their release **year**
5. SELECT title, year FROM movies

WHERE year = 6;

1. SELECT title, year FROM movies

WHERE year BETWEEN 2000 AND 2010;

1. SELECT title, year FROM movies

WHERE year < 2000 OR year > 2010;

1. SELECT title, year FROM movies

WHERE year <= 2003;

\*nummer 4. Rare gedachtegang, ik ging er van uit dat je er rekening mee moest houden dat je de namen niet kon zien en of de release datum. Kennelijk moest je eerst kijken wat de release datum is na de 5e film en anders onder die datum kunnen selecteren. Zo dus:

SELECT title, year FROM movies

WHERE year <= 2003;

DEEL1

OPDRACHT1

Create a query to list out the following columns from the **tblEvent**table, with the most recent first (for which you'll need to use an **ORDER BY**clause):

* The event name
* The event date

Hoe heb ik dit gedaan?:

SELECT Eventname, EventDate FROM tblEvent

ORDER BY EventDate DESC; 🡨DESC staat voor descanding, en zo krijg je dus de recentste datum te zien.

----------------------------------------------------------------------------------

Opdracht 2

Write a query to show the first 5 events (in date order) from the **tblEvent**table:

There are a few things to notice about this:

* You should give the columns aliases (**What**and **Details**in this case);
* Use SELECT TOP 5 to limit the results to 5 rows;
* Even though you're sorting by the event date, it doesn't have to be included in your results.

Hoe heb ik dit gedaan?:

SELECT TOP 5 EventName, EventDetails FROM tblEvent

ORDER BY EventDate;

\*noteer dat ik eventdate niet heb geselecteerd, hierdoor laat hij deze ook niet zien. Je heb wel de command order by gegeven en daarom laat hij hem wel zien op volgorde van datum

Als je een database runt word deze automatisch aangemaakt, je hoeft hem dus niet op te slaan. Het is ook zo dat je niet 2 databases met dezelfde naam kan hebben (vgm ook niet met dezelfde inhoud maar dat weet ik niet zeker)

* + Niet letten op de foutmelding die je krijgt nadat je bepaalde kolommen heb geselecteerd na SELECT voordat je from tabelnaam heb gedaan. Dit doet hij omdat je de tabelnaam nog niet heb getypt.

----------------------------------------------------------------------------------

OPDRACHT 3

Create a query to list out the id number and name of the last 3 categories from the **tblCategory**table in alphabetical order:

OPLOSSING:

SELECT TOP 3 CategoryID, CategoryNAME FROM tblCategory 🡨 Met TOP 3 gaf ik aan dat ik 3 waardes wou van de ID en de NAAM.

ORDER BY CategoryNAME DESC; 🡨 met order by CategoryNAME DESC gaf ik aan dat ik op basis van alfabetische volgorde het de meest recente wou selecteren. (meest recente is mbv DESC.)

----------------------------------------------------------------------------------

OPDRACHT 4

Create a query which uses two separate **SELECT** statements to show the first and last 2 events in date order from the **tblEvent**table:

*Run two****SELECT****commands one after the other to get these results.*

OPLOSSING:

SELECT TOP 2 Eventname, EventDate FROM tblEvent

ORDER BY Eventdate DESC;

SELECT TOP 2 Eventname, EventDate FROM tblEvent

ORDER BY Eventdate ASC;

\*asc = de eerste en niet de recente.

DEEL2.

OPDRACHT 1.

In the **tblCategory** table, category number 11 is **Love and Relationships**:

![Relationship category](data:image/jpeg;base64,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)

*Category number 11 looks the most interesting!*

Write a query to list out all of the events from the **tblEvent**table in category number 11:
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*Your query should return these 3 events.*

Bij deze opdracht was ik confused omdat je 2 verschillende tabellen had leek het wel.

Nummer 11 uit de tblCategory bevat 3 eventnamen. De bedoeling was dus dat je deze liet zien.

OPLOSSING:

SELECT Eventname, EventDate FROM tblEvent 🡨 als resultaat wil je de eventnaam en eventdate tezien krijgen

WHERE CategoryID = 11 🡨 waarvan (voorwaarde) de categoryID (waar ze zijn ingepakt als het ware) 11 is.

----------------------------------------------------------------------------------

OPDRACHT 2.

First show a list of all events which might have something to do water.  The Wise Owl interpretation of this is that one or more of the following is true:

* They take place in one of the island countries (8, 22, 30 and 35, corresponding to Japan, the Marshall Islands, Cuba and Sri Lanka respectively)
* Their **EventDetails**column contains the word **Water**(not the text **Water**, but the word)
* Their category is number 4 (**Natural World**)

This should return 11 rows.  Now add a criterion to show only those events which happened since 1970 (you may need to use parentheses to get this to give the correct answer).

In deze opdracht moet je een lijst laten zien met events die mogelijk iets te maken hebben met water, daarvoor moest de event een van de opties bevatten(or)

OPLOSSING:

SELECT \* FROM tblEvent🡨 Selecteer alles van tblEvent

WHERE (CountryID in (8, 22, 30, 35)🡨 Waar de countryID 8, 22, 30, 25 is

OR EventDetails LIKE '% water %' 🡨 OF die het woord water bevatten

OR CategoryID = 4) 🡨 OF waarvan de catergoryID 4 IS.

AND EventDate > '1970-01-01'; 🡨 EN(VEREISTE, Laat zien welke boven de datum van 1970 valt.)

\*Note, ik heb getest of als je de haakjes weghaalt bij de or statements of dan hetzelfde resultaat terugkomt, dit is dus niet zo.

Ik neem aan dat dit is omdat dit de or statements zijn en als de and er ook bij zit dan zou het dus: OR this maar moet wel voldoen aan dit. Zoiets.

----------------------------------------------------------------------------------

OPDRACHT 3

Je moest hier alle events die gebeurd zijn in de maand february laten zien.

Dit kan op twee manieren, mijn manier was:

SELECT Eventdate, Eventname FROM tblEvent

WHERE Eventdate > '2005-02-01'

AND EventDate < '2005-03-01';

De andere manier is:

SELECT Eventdate, Eventname FROM tblEvent

WHERE Eventdate between '2005-02-01' and '2005-02-28';

OPDRACHT 4. (LAATSTE OPDRACHT NIET VOLLEDIG UITGEKOMEN)

SELECT Eventname, Eventdetails FROM tblEvent

WHERE (CategoryID != 14

AND Eventdetails LIKE '%Train%');

SELECT EventName, EventDate FROM tblEvent

WHERE CountryID = 13

AND EventName NOT LIKE '%Space%' AND EventDetails NOT LIKE '%Space%';

SELECT Eventdetails FROM tblEvent

Where CategoryID= 5 OR CategoryID = 6

AND Eventdetails NOT LIKE '%Death%' OR Eventdetails NOT LIKE '%War%';

----------------------------------------------------------------------------------

OPDRACHT 4

Create a query which lists out all of the **tblEvent**events which include the word **Teletubbies**:

![Teletubbies row](data:image/jpeg;base64,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)

*You should find there's one event (which is probably one more than you were expecting).*

 Oplossing:

SELECT Eventname, EventDate FROM tblEvent

WHERE Eventname LIKE '%Teletubbies%';

\*note: je moet LIKE gebruiken en geen = als je doet aan pattern matching

Now add an **OR**condition to your query so that it lists out all events whose:

* Name includes **Teletubbies**; or
* Name includes **Pandy**.

This should give you two rows.

Oplossing:

SELECT Eventname, EventDate FROM tblEvent

WHERE Eventname LIKE '%Teletubbies%'

OR (Eventname LIKE '%teletubbies%'

OR Eventname LIKE '%Pandy%');

GEBRUIK MAKEN VAN CREATE TABLE 🡪 (SQL DDL COMMANDO’S)

Het DDL commando wordt gebruikt om een nieuwe tabel te creëren.

De tabel bestaat uit kolommen die de eigenschappen van de tabel beschrijft.

Deze kolommen hebben allemaal een eigen datatype.

Voorbeelden van deze datatypes zijn:

|  |  |
| --- | --- |
| **Datatype** | **Use** |
| INT | Gebruikt voor kolommen die cijfers(integers) willen opslaan. |
| FLOAT | Gebruikt voor kolommen die float gebruiken. Deze kan je gebruiken als je cijfers met decimalen wil toepassen bijvoorbeeld. |
| DOUBLE | Gebruikt voor kolommen die double waardes houden. Deze word meestal ook toegepast als je decimalen wil invoegen.  \*note; het verschil tussen een double en een float is is dat een double precieser is dan een float.. een double heeft 15 cijfers. |
| VARCHAR | Deze kan karakters en cijfers opslaan. Basically een string. |
| CHAR | Gebruikt voor kolommen die een karakter kan opslaan. Een letter of een cijfer. |
| DATE | Gebruikt voor kolommen die data kunnen opslaan. |
| TEXT | Gebruikt voor kolommen waarbij de tekst erg lang is. |

**UITLEG PRIMARY KEY EN FOREIGN KEY**

Je kan je tabellen niet aan elkaar linken (joinen) zonder een primary key en een foreign key te hebben.

Maar wat is een primary key en wat is een foreign key?

**Primary key:**

Je heb een tabel die bestaat uit kolommen.

De kolommen zeggen wat over de tabel.

Bijvoorbeeld:

Tabel; studenten

Kolommen; naam, studentnummer, klas, adres etc.

De primary key is de unieke rij in de tabel. De primary key is er namelijk bij elk object maar 1 van.

1 naam kan van meerdere personen zijn. Een studentnummer niet, deze is speciaal. Elk individu, maakt niet uit welke naam hij heeft, waar die woont en in welke klas die gene zit. Die gene beschikt over 1 uniek nummer. In dit geval is het studentennummer dus de primary key.

**Foreign key:**

het kan voorkomen dat je twee tabellen heb die allebei een zelfde kolom heb. Bijvoorbeeld:

tabel1; student

tabel2; school

kolommen tabel1; naam, studentnummer,klas,

kolommen tabel2; namen, plaats, klas, adres, studentnummers

stel je voor dat je door te zoeken op te naam uit tabel1 de school wil weten en de plaats/adres die erbij hoort. Dan heb je niet alleen tabel1 nodig van de student. Maar ook tabel2 school nodig.

Als je dit wil doen dan moet je ze dus joinen.

Een foreign key komt voor in de eerste tabel maar ook in de tweede. In dit geval bijvoorbeeld student nummer.

**INNER JOIN**

Als je eerst de kolommen aliassen wil geven dan moet je deze querie schrijven:

SELECT \*

FROM tblTest1 AS test1

Een SQL join clausule is onderdeel van de SQL query. Het voegt gegevens van twee of meer tabellen samen uit de database. Een join is dus een middel om de gegevens samen te voegen. Dit geld als ze gemeenschappelijke waarden hebben.

LEFT OUTER JOIN

Deze zal alleen waardes weergeven van de linkertabel. Als er geen overeenkomsten zijn met de rechter tabel dan zal de ontbrekende kant null weergeven.

RIGHT OUTER JOIN

Zelfde principe als left outer join maar dan met rechts.

Een full outer join geeft waardes terug van beide kanten. Als er geen overeenkomsten zijn dan geeft deze geen waardes terug.

Inner join kan je gebruiken om de kolommen van twee tabellen aan elkaar te linken.

Voorbeeld:

SELECT column\_name(s) 🡨 kolomnaam  
FROM table1 🡨 tabel waar de kolom in zit.  
INNER JOIN table2 🡨 tabel die gematched moet worden met tabel 1.ON table1.column\_name = table2.column\_name; de kolomnamen moeten overeenkomen. De kolomnaam is de naam die beiden tabellen bevatten.

Bijvoorbeeld doctor.id

**OPDRACHTEN INNER JOINS.**

Opdracht david en matt.

De opdracht is om alle doctors die in de episodes voorkwamen in 2010 te laten zien. Gegeven wat geshowed moet worden is: doctorname en title.

(naam van doktor en titel van de episode waar de doktor in voorkomt.)

\*note ; je hoeft de inner join niet te typen, je kan het namelijk ontwerpen 🡪 design query in editor.Je selecteerd eerst de tabellen en vervolgens klik je de kolommen aan die je uiteindelijk wil showen (select dus)

SELECT tblEpisode.Title AS titel, tblDoctor.DoctorName AS naam

FROM tblEpisode

INNER JOIN tblDoctor ON tblDoctor.DoctorId = tblEpisode.DoctorId

WHERE EpisodeDate BETWEEN '2010-01-01' AND '2010-12-31'

ORDER BY titel

SELECT 🡪 in dit geval selecteer je de titel uit de kolom episode en de naam van de dokter uit de tabel dokter. Ook geef je ze aliassen. Dit doe je meestal als de orginele namen te lang zijn. Deze aliassen kan je benoemen na de AS.

\*note; tabelnaam.kolom wat je wil selecteren.

FROM 🡪 in dit geval maakt het niet uit welke je eerst wil selecteren. Als je 2 kolommen heb kan je een van deze achter from zetten.

INNER JOIN 🡪 de andere tabel die overblijft die wil je ‘joinen’ met de ander.

ON 🡪 hier selecteer je de twee tabellen met achter de punt de overeenkomende kolom.

Bijvoorbeeld: from tbl.episode

Inner join tbl.doctor on tblEpisode.DoctorID = tblDoctor.DoctorID

Omdat de twee tabellen geconnect zijn met elkaar kan je bijvoorbeeld resultaten sorteren op een van de kolommen. Bijvoorbeeld de datum. Zoals je heb gezien in het voorbeeld.

WHERE EpisodeDate BETWEEN ‘2010-01-01’ AND ‘2010-12-31’ 🡨 selecteert dus alle episode datums in 2010

ORDER BY Title 🡨 samen met de vorige zin maakt dit het dus dat alle titels worden geselecteerd die in 2010 voorkomen.

**OPDRACHT BRR**

\*note ; je hoeft de inner join niet te typen, je kan het namelijk ontwerpen 🡪 design query in editor. Je selecteerd eerst de tabellen en vervolgens klik je de kolommen aan die je uiteindelijk wil showen (select dus)

-Query creeren waarin 2 tabellen met elkaar worden gelinkt.

- de query moet de events laten zien die op het continent antartica of de country russia zijn geweest

USE WorldEvents

SELECT tblEvent.EventDate, tblEvent.EventName, tblCountry.CountryName, tblContinent.ContinentName

FROM tblContinent

INNER JOIN tblCountry ON tblContinent.ContinentID = tblCountry.ContinentID

INNER JOIN tblEvent ON tblCountry.CountryID = tblEvent.CountryID

WHERE ContinentName = 'Antarctic' OR CountryName = 'RUSSIA'

Wat ik hier heb gedaan is als volgt:

USE Worldevents 🡪 zodat sql weet dat hij de querie moet linken met de database worldevents.

SELECT 🡪 hier staan de dingen die geshowed moeten worden. Namelijk in dit geval: de eventdatum, eventnaam, countrynaam en continentnaam.

Vervolgens is het de bedoeling dat je de 3 tabellen gaat linken met elkaar.

* D.m.v 2 inner joins.
* Het is een driehoek verhouding
* Het kan namelijk wel zo zijn dat de ene tabel een primary key heeft die ook in de andere tabel zit (als foreign key) maar niet in de derde tabel.
* In de tweede tabel die de foreign key van de eerste tabel bevat zit namelijk ook een primary key en die zit dan ook in de derde tabel als foreign key.

\*note: als je de inner join moet veranderen naar een outer join dan gaat dit zo: FULL OUTER JOIN

USE WorldEvents

SELECT tblCategory.CategoryName AS Naam, tblEvent.EventName AS EventN, tblEvent.EventDate AS EventD

FROM tblCategory

FULL OUTER JOIN tblEvent ON tblCategory.CategoryID = tblEvent.CategoryID

WHERE EventName is NULL

Met deze laat je de eventnamen zien die geen waardes hebben.

**OPDRACHT ENOUGH JOINTS FOR NOW:**

Write a query using inner joins to show all of the authors who have written episodes featuring the Daleks.

Schrijf een query waarin je inner joints gebruikt om alle auteurs te displayen die episodes geschreven hebben waar de daleks in mee spelen.

Dus je had drie dingen die je moet displayen:

* Naam auteurs
* Episode naam
* Enemy naam

Als je joint moet je op de volgende dingen letten:

* De tabellen die je displayed hebben allemaal een primary key. Als deze key voor komt in een van de andere tabellen waarvan jij een kolom wil laten zien dan moet je deze linken.
* Als jij 3 tabellen heb waarvan 1 primary key niet matched met een de rest van de tabellen dan innerjoin je een nieuwe tabel die wel deze foreignkey bevat.

*Zie onderstaande voorbeeld:*

SELECT tblEnemy.EnemyName, tblEpisode.Title, tblAuthor.AuthorName 🡨 je hebt hier 3 tabellen geselecteerd waarvan je gegevens uit kolommen wil weergeven

FROM tblEnemy

INNER JOIN tblEpisodeEnemy ON tblEnemy.EnemyId = tblEpisodeEnemy.EnemyId

INNER JOIN tblEpisode ON tblEpisodeEnemy.EpisodeId = tblEpisode.EpisodeId

INNER JOIN tblAuthor ON tblEpisode.AuthorId = tblAuthor.AuthorId

WHERE EnemyName LIKE '%Daleks%'

ORDER BY EpisodeDate

Je zou in dit geval author kunnen linken met episode door authorid

Maar tabel enemy kan je met geen van beiden linken. Hierom moet je dus een andere tabel laten inner joinen die wel de foreign key heeft. In dit geval is dat episodeEnemy.

Deze kan linken met enemy door de overeenkomende enemyID. En episodeEnemy kan je weer linken met Episode door de overeenkomende EpisodeID. En omdat je dus de episodeEnemy hebt kan je in dit geval, deze 4 tabellen linken.

Calculations with dates.

Opdracht:

Creer een querie die de events showed uit het jaar dat jij geboren bent.

Als je met datums gaat werken kan je gebruik maken van format of convert. Het geeft hetzelfde resultaat.

Dit houd in:

Je formatteerd de datum naar de volgorde die jij wilt

Bijvoorbeeld:

FORMAT(Eventdate, ‘dd/mm/yyyy’) AS UsingFormat

Uitkomst is

Usingformat = 02/09/2020

OF je convert de datum naar een varchar(deze kan nummers en cijfers vasthouden), Naamvankolom, stylenumber(in dit geval 103 want dit staat voor dd/mm/yyyy maar je kan ook een andere gewenste volgorde doen)

Voorbeeld:

CONVERT(varchar, EventDate, 103) AS UsingConvert

Stylenumbers:

|  |  |
| --- | --- |
| **Style** | **How it's displayed** |
| 101 | mm/dd/yyyy |
| 102 | yyyy.mm.dd |
| **103** | dd/mm/yyyy |
| 104 | dd.mm.yyyy |

Opdracht 2:

Het idee van deze opdracht is om alle events te showen die gebeurd zijn rond jou geboortedag.

Eerst moet je een querie maken die de verstreken dagen telt van de events die zijn gebeurd sinds jou geboortedag.

DATEDIFF geeft het verschil in dagen terug tussen twee datums.

DATEDIFF(interval, date1, date2)🡪 interval staat voor het gene wat je wil dat hij terug wil geven. Dagen, maanden of jaren.

Je kan vervolgens ABS gebruiken om van de negatieve getallen positieven te maken voor als je in de toekomst de getallen wil sorteren.

SELECT Abs(-243.5) AS AbsNum;

In dit geval word het:

DATEDIFF(DAY, EventDate, '2001/02/08') AS DaysOffset,

ABS(DATEDIFF(DAY, EventDate, '2001/02/08')) AS DaysDiffrence

Opdracht 3:

Schrijf een querie die de dag van de week plus het weeknummer toont.

De dag van de week kan je eruit halen met:

DATENAME ( datepart , date ) (de datepart is het gedeelte wat je terug wil krijgen en de datum is in dit geval de datum van de EventDate.)

DATENAME(WEEKDAY, EventDate) AS 'Day of week',

DAY(EventDate) AS 'Day number' (Hier haal je het nummer van de dag uit de EventDate)

QUERIE SUFFICES.

Doel van de opdracht: Volledige datum showen van elk event.

Omdat er verschil zit in de achtervoegsels van de dagen moeten we eerst iets anders fixen.

Bijvoorbeeld:

In het engels is eerste: 1st, met st erachter

Maar second (2th) met th erachter

Om dus te voorkomen dat het verkeerde achtervoegsel word gebruikt maken we gebruik van een case. Dit lijkt op de if statements en de switch statements in bijvoorbeeld c#

CASE

WHEN

Met de when wil je eerst een voorwaarde plaatsen. In dit geval is het wanneer de dagnummer van de Eventdate 1 is dan moet hij uiteindelijk dit laten zien:

THEN

Met behulp van CAST kan je een waarde converten naar een datatype naar keuze.

In dit geval willen we het in een varchar hebben want deze kan letters en cijfers waardes vasthouden.

Dan vervolgens wat tussen haakjes staat luid als volgt: DATENAME(weekday) 🡪 is de functie om de naam van de dag uit de week te krijgen. De volgende is de functie DAY en deze haalt het dagnummer uit de maand en zit in dit geval als het dus 1 is ST erachter. En dan nog het jaar uit de datum er krijgen en dan ben je klaar. En dit alles doet hij precies hetzelfde met alle waardes boven 1 alleen zet hij er dan th achter.

Vervolgens sluit je de case af met END en als alias benoem je je gemaakte datums met full date

Order by eventdate